1. **Create a Spring Web Project using Maven**

Code:-

package com.cognizant.springlearn;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class SpringLearnApplication {

public static void main(String[] args) {

System.out.println("START");

SpringApplication.run(SpringLearnApplication.class, args);

System.out.println("END");

}

}

@SpringBootApplication

public class SpringLearnApplication {

public static void main(String[] args) {

SpringApplication.run(SpringLearnApplication.class, args);

}

}

<project>

<modelVersion>4.0.0</modelVersion>

<groupId>com.cognizant</groupId>

<artifactId>spring-learn</artifactId>

<version>0.0.1-SNAPSHOT</version>

<name>spring-learn</name>

<description>Demo project for Spring Boot</description>

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>3.0.0</version>

</parent>

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-devtools</artifactId>

<scope>runtime</scope>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-test</artifactId>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

</plugins>

</build>

</project>

Output:-
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1. **Spring Core – Load Country from Spring Configuration XML**

Code:-

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="country" class="com.cognizant.springlearn.Country">

<property name="code" value="IN" />

<property name="name" value="India" />

</bean>

</beans>

package com.cognizant.springlearn;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

public class Country {

private static final Logger LOGGER = LoggerFactory.getLogger(Country.class);

private String code;

private String name;

public Country() {

LOGGER.debug("Inside Country Constructor.");

}

public String getCode() {

LOGGER.debug("Inside getCode");

return code;

}

public void setCode(String code) {

LOGGER.debug("Inside setCode");

this.code = code;

}

public String getName() {

LOGGER.debug("Inside getName");

return name;

}

public void setName(String name) {

LOGGER.debug("Inside setName");

this.name = name;

}

@Override

public String toString() {

return "Country [code=" + code + ", name=" + name + "]";

}

}

package com.cognizant.springlearn;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.boot.SpringApplication;

@SpringBootApplication

public class SpringLearnApplication {

private static final Logger LOGGER = LoggerFactory.getLogger(SpringLearnApplication.class);

public static void main(String[] args) {

SpringApplication.run(SpringLearnApplication.class, args);

displayCountry();

}

public static void displayCountry() {

LOGGER.debug("START displayCountry()");

ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");

Country country = (Country) context.getBean("country", Country.class);

LOGGER.debug("Country : {}", country.toString());

LOGGER.debug("END displayCountry()");

}

}

Output:-
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1. **Hello World RESTful Web Service**

Code:-

package com.cognizant.springlearn.controller;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class HelloController {

private static final Logger LOGGER = LoggerFactory.getLogger(HelloController.class);

@GetMapping("/hello")

public String sayHello() {

LOGGER.debug("START sayHello()");

LOGGER.debug("END sayHello()");

return "Hello World!!";

}

}

Output:-

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJIAAAAdCAYAAABBnTWDAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAARaSURBVHhe7Zq/S2NZFMc/pkmVFI6MaDO4s4QEjMWEgQQFmwgGC7d5IIgWdnY6oFi41aaQHVA7t3IhIgipLCQBw4CgmGHIFj4hITAzTKPM4AQ2+QNmi/fDl5sfvsQXzaz3Aw/yzj3JeTf33HO/9yY9brf7B11E37u/GfnVYvj3Pe+Cf1kMkm6kp9sSSfL4pLIqsXBQNDfFJRokknaQiSRxBJlIEkeQiSRxBEsiTbJ2rLK/NWltf1iiO+xnVVLGdbxDqB2fn5F2+6W/b3NJbFhl887PseNjD0sijfDcA1+/pK3tD0tmkdlwkFg4yG5RbNSx4/Mz0ql+XX8mJ9pE7PjcgYulpD4L5ggAgRmVVDaJIno2RMvqepVMSbT6Wd1D82dv3Oeniis14yd/ECR2UAAK7IaDxMIKSdHzifHpe1k01fCo1ftOLvhWEW0idnzs4aJyyv62fle54ZPg4CyaDjN1QPaMtajo4xT6+t8NsZaSpk2rdMbVqOI1Q4gVH6NXdHkEXHj6+AUIvRgU2xxmlc3sW8av94jpWmD9HMbjHRjgpSSp7Bz95ytCrHqitD65L1fAIC/vejbbsbyMx1UWMPq/wknFz0IrQje6w74QK7Z+Skn0ewRc4GchqxKPeB0RXY0IbU0ToMDu/J+mLbf8BycVL+Pzq1W+92OStSk/FPeYXb5derRYEJhqYeAsKAmVVEJ/zugQ/ZR5s91arNL5CjGz/2mOL8sYE9kOyvwYvZVTNi2xugWXNjP0O99cm+UWeiNvLSVbuxZ8WluSSSaGvVD8IGivNB+vgYGhtga3LtFpgh4ofb8QGlocuMsby0xfJeIDfK+rv5sWY4maKrc82oIe1Z6hdHnYscl+H1yQZmNijzyQLxYwKpTdJcCgZC23NdtY7WhBS9T6yeY04qDdYmO5MvHyfBhYek2geMpJxU/E/F6uTC9nYnWG2iSvxY7PXVjOkcp8SyjEwlpSiWX5fui7g+KtPqq6JhYfcJZd8TEj2uqQ+cxX/aXyyk/+n0WOL8sEXq3CcJ9NgWsz1v8ALZGiQ/SbnXZuS2igdGIJa0TmELWCNuBVNFpem9P/YoeIr8D5NuSOLihZlzeHYzVHG5feZyNVVmW+0a4tzcZEsEq71WLHxx5aIllmWGjrd8Y9kD9ytkokE6eUPGPEDcHaMdJsHBXAN1e1PGv9KnOSuBX7thgeIWAkROYQteLnt6lBqNwQcjpWU3Td5Zs2d7mhrTMWBsr1d23GTy7NdoV2fGziSmVVUjN+UxvFI3CyHuSNcbbkFJlFZsN75OvoJGMQQltn1drJM0ZcvzdOke34sK0QOyjop/TaFY9csRseZcP2UqNXAI/XoiG0wez1eG/dHIllr1+55VF2i9oxQiqrEn92SGzi0FyCH5Met9v9Q0no5xuWrbnk6ZJq7x+Sk7wccEa5S54u8j/bkhrarEgSyf2RFUniCLIiSRxBJpLEEWQiSRxBJpLEEWQiSRzhP7eUaos2jwmQAAAAAElFTkSuQmCC)

1. **REST - Country Web Service**

Code:-

package com.cognizant.springlearn.controller;

import com.cognizant.springlearn.Country;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import org.springframework.web.bind.annotation.RequestMapping;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class CountryController {

private static final Logger LOGGER = LoggerFactory.getLogger(CountryController.class);

@RequestMapping("/country")

public Country getCountryIndia() {

LOGGER.debug("START getCountryIndia()");

ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");

Country country = context.getBean("country", Country.class);

LOGGER.debug("Country: {}", country.toString());

LOGGER.debug("END getCountryIndia()");

return country;

}

}

<bean id="country" class="com.cognizant.springlearn.Country">

<property name="code" value="IN" />

<property name="name" value="India" />

</bean>

Output:-

![](data:image/png;base64,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)

1. **REST - Get country based on country code**

Code:-

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="countryList" class="java.util.ArrayList">

<constructor-arg>

<list>

<bean class="com.cognizant.springlearn.Country">

<property name="code" value="IN"/>

<property name="name" value="India"/>

</bean>

<bean class="com.cognizant.springlearn.Country">

<property name="code" value="US"/>

<property name="name" value="United States"/>

</bean>

<bean class="com.cognizant.springlearn.Country">

<property name="code" value="DE"/>

<property name="name" value="Germany"/>

</bean>

<bean class="com.cognizant.springlearn.Country">

<property name="code" value="JP"/>

<property name="name" value="Japan"/>

</bean>

</list>

</constructor-arg>

</bean>

</beans>

package com.cognizant.springlearn.service;

import com.cognizant.springlearn.Country;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import org.springframework.stereotype.Service;

import java.util.List;

@Service

public class CountryService {

private static final Logger LOGGER = LoggerFactory.getLogger(CountryService.class);

public Country getCountry(String code) {

LOGGER.debug("START getCountry()");

ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");

List<Country> countryList = context.getBean("countryList", List.class);

// Using lambda expression

Country country = countryList.stream()

.filter(c -> c.getCode().equalsIgnoreCase(code))

.findAny()

.orElse(null);

LOGGER.debug("END getCountry()");

return country;

}

}

package com.cognizant.springlearn.controller;

import com.cognizant.springlearn.Country;

import com.cognizant.springlearn.service.CountryService;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.PathVariable;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class CountryController {

private static final Logger LOGGER = LoggerFactory.getLogger(CountryController.class);

@Autowired

private CountryService countryService;

@GetMapping("/countries/{code}")

public Country getCountry(@PathVariable String code) {

LOGGER.debug("START getCountry() with code: {}", code);

Country country = countryService.getCountry(code);

LOGGER.debug("Country: {}", country);

LOGGER.debug("END getCountry()");

return country;

}

}

Output:-

![](data:image/png;base64,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)

1. **Create authentication service that returns JWT**

Code:-

<dependency>

<groupId>io.jsonwebtoken</groupId>

<artifactId>jjwt</artifactId>

<version>0.9.1</version>

</dependency>

package com.cognizant.springlearn.controller;

import io.jsonwebtoken.Jwts;

import io.jsonwebtoken.SignatureAlgorithm;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.web.bind.annotation.RequestMapping;

import org.springframework.web.bind.annotation.RestController;

import javax.servlet.http.HttpServletRequest;

import java.util.Base64;

import java.util.Date;

@RestController

public class AuthenticationController {

private static final Logger LOGGER = LoggerFactory.getLogger(AuthenticationController.class);

private static final String SECRET\_KEY = "mySecretKey";

@RequestMapping("/authenticate")

public String authenticate(HttpServletRequest request) {

LOGGER.debug("START authenticate()");

String authHeader = request.getHeader("Authorization");

if (authHeader == null || !authHeader.startsWith("Basic ")) {

throw new RuntimeException("Missing or invalid Authorization header");

}

String base64Credentials = authHeader.substring("Basic ".length());

String credentials = new String(Base64.getDecoder().decode(base64Credentials));

String[] values = credentials.split(":", 2);

String username = values[0];

String password = values[1];

LOGGER.debug("Username: {}", username);

LOGGER.debug("Password: {}", password);

if (!"user".equals(username) || !"pwd".equals(password)) {

throw new RuntimeException("Invalid credentials");

}

String token = Jwts.builder()

.setSubject(username)

.setIssuedAt(new Date(System.currentTimeMillis()))

.setExpiration(new Date(System.currentTimeMillis() + 10 \* 60 \* 1000)) // 10 minutes validity

.signWith(SignatureAlgorithm.HS256, SECRET\_KEY.getBytes())

.compact();

LOGGER.debug("Generated Token: {}", token);

LOGGER.debug("END authenticate()");

return "{\"token\":\"" + token + "\"}";

}

}

package com.cognizant.springlearn.config;

import org.springframework.context.annotation.Configuration;

import org.springframework.security.config.annotation.web.builders.HttpSecurity;

import org.springframework.security.config.annotation.web.configuration.WebSecurityConfigurerAdapter;

@SuppressWarnings("deprecation")

@Configuration

public class SecurityConfig extends WebSecurityConfigurerAdapter {

@Override

protected void configure(HttpSecurity http) throws Exception {

http.csrf().disable() // disable CSRF for /authenticate

.authorizeRequests()

.antMatchers("/authenticate").permitAll()

.anyRequest().authenticated();

}

}

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-security</artifactId>

</dependency>

Output:-

![](data:image/png;base64,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)